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Productivity is a key element in organizational management. Although it can be measured at 

different levels (country, sector, organization ...) this research focuses on productivity at the job 

level. The aim of this paper is to obtain an overview of the state of the art in productivity 

measurement in software engineering, including the inputs and outputs of the production process 

used for this measurement at the job level in the workplace. To do so, a systematic literature review 

protocol was adapted from literature review protocol standards, and subsequently carried out. The 

objective is to assess the current inputs and outputs present in the literature in order to create new 

productivity measures for software practitioners. This paper reveals that two different measures are 

used to assess software engineering professionals: traditional SLOC/Time and planning projects 

units per time unit. 
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1.   Introduction 

Productivity management remains a challenge in Information and Communication 

Technology (ICT) project management [1]. While in the manufacturing industry there 

already exist designed and tested methods for determining productivity, the ICT industry 

is one step behind in terms of available methods for evaluating the outputs and predicting 

the effort needed to complete projects [2]. The difficulty of managing productivity in this 

sector is due to a high dependence on human resources in its activities [3]. It can be said 

that the productivity of personnel is one of the components that contributes to software 

quality [4]. Within the ICT industry, Software Engineering (SE) is the application of a 

systematic, disciplined, quantifiable approach to the development, operation, and 

maintenance of software; that is, the application of engineering to software [5]. 

The measure of productivity in software projects is mainly based on ratios between 

the size of the delivered software and the effort to obtain it [6]. Thus, the most frequent 

methods of measuring the size of the delivered software are Function Points (FP) and 
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Source Lines of Code (SLOC). However, these measures are of questionable reliability 

and the overall development can be unproductive even if productivity grows at the 

development level [7]. There are also more recent efforts, such as measuring post-mortem 

FP [8], multiple size measurement [9], and specific methods for applying concrete 

methodologies such as Object Orientation (OO) [10]. Additionally it is noteworthy that 

the measurement of productivity based on SLOC only represents programming activities, 

while other activities such as management, analysis and design are beyond the scope of 

these measures [11]. Similarly, the FP based measures represent only the functionality 

offered by the developed software, but ignores non-functional development, or other 

elements such as reuse or accessibility. 

Factors affecting ICT productivity are accepted and recognized by most 

organizations: time constraints, reliability requirements, high-level coding languages, the 

size of the development team, the volatility of requirements, staff skills in using 

programming tools, customer involvement, and duration of the project (see for example 

[12]). Despite their acceptance and recognition, the influence of some of these factors, 

both positive or negative, in ICT productivity are not clear and may vary depending on 

external factors such as the business sector [12] and outsourcing ratio [13]. 

In this scenario, the definition of new models, measures and evaluation methods can 

shed light on productivity in ICT projects, especially in software development projects 

similar to that created for software maintenance projects [14]. In turn, organizations need 

to establish their own measure of productivity in addition to existing measures in the 

sector in order to carry out benchmarking of their data [12]. Before defining new models, 

measures and methods to measure productivity in software development projects, the 

definition of the state of the art is needed to provide an overview of the current situation. 

Therefore, this paper presents the state of the art in the measurement of productivity at 

the job level in SE. 

The remainder of this paper is organized as follows: first there is a summary of the 

measurement of productivity in SE; second, the questions to be answered by the 

systematic review are presented; third, the planned Systematic Literature Review (SLR) 

process is outlined; fourth, the results of the execution of the SLR are presented; fifth, 

main findings are presented; and finally, there is a discussion of the results and findings. 

2.   State of the Art 

The origins of the term “productivity” go back to the eighteenth century, when 

Quesnay introduced it [15]. Traditionally, productivity has been defined as the ratio of 

output units produced per unit of input [16]. Although this definition fits well in 

manufacturing paradigms because the output is based on quantities of standardized and 

clearly identified units of measurement, the definition does not adequately apply to new 

environments such as service industries, where intangible assets are also produced. While 

manufacturing industries have existing designed and tested methods for determining 

productivity, the IT industry lags behind in terms of methods for evaluating outcomes and 

predicting the effort required to complete projects [1]. Productivity management is still a 
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challenge for the software industry [17] and continues to be under study even in new 

aspects of programming techniques like extreme programming without establishing a 

clear result [18]. The traditional definition of productivity, the ratio of output units 

produced per unit of input effort, is not easily applicable to software development, since 

labor costs are by far the largest production expenditure [19]. The literature has suggested 

several factors that influence productivity within this context: timing constraints, 

reliability requirements, languages skills, team size, requirements volatility, staff skills in 

using programming tools, staff availability, customer participation, and project duration 

[12]. However, their influence on productivity is not clear and other external factors such 

as the business sector [12] and outsourcing ratio [13] may come into effect. 

The IEEE Std. 1045-1992 defines productivity as the relationship of an output 

primitive (source statements, function points or documents) and its corresponding input 

primitive (effort, e.g. staff-hours) to develop software. In this direction, and according to 

Koch [20], productivity in software development considers the relation of output and 

effort and is often assessed by using SLOC, FP [21] or further revisions of FP like post-

mortem FP [8]. A FP can be defined as a unit of measurement to express the amount of 

business functionality an information system provides to a user. FP is usually preferred 

over SLOC because of the independence of the programming language. These 

approaches may be problematic due to the missing components, especially from the 

output point of view and, thus, productivity measures of software development need to 

contemplate several different types of measures. In spite of their controversial use, these 

two measures for measuring output continue to be used [22] when using classical 

development methods, but alternatives such as story points for agile development have 

recently appeared [23]. Below are some examples of productivity measures used in SE: 

(a) Productivity = (Output / Input ) * Factors 

(b) Productivity = SLOC / t, where t is a unit of time or effort (e.g. man-month or hours) 

(c) Productivity = FP / t, where t is a unit of time or effort (e.g. man-month or hours) 

Moreover, software development comprises a set of tasks influenced by products, 

processes, methods, techniques, technologies, tools, and people. In addition, software 

development requires a high level of cognition skills in software engineers which further 

increases its complexity [24]. This variety of factors implies a high level of complexity 

for software development tasks, including construction and testing among others [25]. 

Moreover, studying software engineering is complex not just because of its technical 

aspects, but also “from the awkward intersection of machine and human capabilities, and 

from the central role of human behaviour in software development” [26]. The complexity 

of software development implies that productivity is difficult to measure [27]. But as 

Anselmo and Ledgard stated [28], following the statement of Lord Kelvin - “When you 

can measure what you are speaking about, … you know something about it; but when you 

cannot measure it, … your knowledge is of a meager and unsatisfactory kind…”, so we 

cannot expect to improve software productivity without measuring it. Thus, an 

appropriate productivity measure provides a forecasting tool to achieve this improvement 

in productivity [29]. Furthermore, managing software projects is complex, since 

managers need to deal with personnel, team and organizational resources [30]. In this 
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sense, assessing the productivity and efficiency at the job level is crucial. Effective 

productivity management in software projects requires many factors to be considered. 

There are thousands of possible factors and considering all of them is not feasible from a 

managerial point of view. Therefore, productivity modelling should focus on the limited 

number of factors which have the most significant impact on productivity [31]. 

In SE, the scientific focus on productivity measurement can be said to have begun in 

the late 80’s. Originally, the focus was primarily programming activities [32] and 

software projects [33]. In addition, at that time some authors began to consider the factors 

that affect productivity [34-35]. Over time, and considering that one objective of the 

measurement of productivity is the comparison of measures, some studies focused on that 

aspect [36-37]. Similarly, the study of factors continued in the following decades [38]. 

On the other hand, some elements such as reuse [39-40] or OO [41] started to be included 

in the measurement of productivity. However, the use of these elements appears to have 

not been widely accepted, since 80’s methods continued to be used [42-44]. The 

underlying purpose of these measurements is to measure developed lines of code (SLOC) 

or the functionality delivered (FP). These measurements are also used for future 

software project estimation applying any of the available methods [45]. 

In this scenario, given that one of the classic challenges of the software industry is the 

timely delivery of projects [46], the use of productivity measures that aim to measure the 

efficiency of delivery should not be surprising [47]. Nevertheless, these productivity 

measures do not measure all the activities of SE, and therefore do not measure 

productivity at the job level. Thus, it is necessary to develop measures of productivity for 

that level. 

Before any attempt to measure productivity is made, it is necessary to identify what 

should be included in this measurement [48]. Thus, taking into account these 

contributions, and with the aim of creating a measure of productivity in SE, it is 

necessary to distinguish the factors (1), inputs (2) and outputs (3) that can constitute 

measures. 

(1) Factors affecting productivity can be classified into two main areas: technical 

factors (product, process, development environment) and soft factors (organizational 

culture, team culture, skills and experience, environment, project) [49]. Although many 

of these factors are widely known and are also used in estimation models such as 

COCOMO [50] - for example, the influence of the experience of workers and the 

programming language (development environment) [51-52] - it is still unclear that its 

importance is not what it once was because practices, work processes and tools have 

evolved considerably since initial studies (for example [51]). In addition, the evaluation 

of the degree of influence and valence of the factors is a difficult task. This difficulty is 

justified because the influence of factors is not always the same and will depend largely 

on the characteristics of the project and the work environment [53]. What does seem clear 

is the existence of two groups of factors: personnel factors and technological factors [49]. 

(2) Inputs of the production process that have been measured and used so far focus on 

units of time [54]. Although the distribution of time should not be homogenous [55], 
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this is a crucial factor in regard to input in productivity. The use of time, as the only 

input, may be due to two concerns [56]: 

a. the delivery of a project at the scheduled time and the placing on the 

market of the same elements are important factors for a successful 

project, and 

b. the biggest cost in software producing organizations is related to the 

effort of the staff, so the time dedicated is the main cost, i.e. more time 

producing the software implies more cost due to the payment of 

software engineers. 

Both interests in using this input are economic, but productivity is not only an 

economic indicator. Moreover, the use of this input leaves some questions 

unanswered: Is time the only input needed to produce software? And if time is the 

only measure of input: should we measure the time used by the employee to carry 

out their tasks or the time paid for by the employer? In parallel and with the advance 

of time, hardware equipment costs have been reduced and their cost is almost 

irrelevant in large projects. Thus, any resource of real interest in the measurement of 

productivity is not related to this particular resource, but will be directly related to 

the workforce. Time is, without doubt, one of them when the use of labor is 

increased, however, time does not seem to be the only input while still thinking of 

SE as a craft activity [46]. 

(3) Outputs of the production process have followed the same philosophy of measuring 

the time used to deliver the software project; therefore outputs have been measured 

primarily in source code (SLOC) or functionality (FP) [21]:  

a. FP is a measure of the functionality to be developed and, therefore, a 

way to measure the functionality delivered to the client considering 

functionality as the only output. 

b. SLOC are the instructions that encode the functionality developed, so 

are alow level measurement making them more tangible. Nevertheless, 

these two types of output are not the only ones that occur in SE. 

These measures of output, despite their limitations, are popular in organizations [8] 

and research scenarios alike. But there is a widely accepted output which is beyond 

those usually considered: quality. Quality affects the output produced (effectiveness) 

and the production process itself (efficiency) [57]. In addition, there are features of 

the outputs that can affect productivity, both for its initial creation and its subsequent 

use, for example reuse [28] and documentation [58]. 

Additionally, the level of analysis should be taken into account when measuring 

productivity in SE, since not all measures are useful at all levels [43]. The purpose of the 

measures and the audiences interested in the results of these measures must be clearly 

specified; this information must be defined before any other information on productivity 

[59]. At the sector and organization level, the granularity of the factors, inputs and 

outputs involved is not sufficient for accurate measurement that can be used as a source 

of information for improving productivity; so the measures at these levels are only one 
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element for comparison between periods. At lower levels of measurement, a 

comprehensive analysis of the elements to be measured is required, which calls for an 

established process (see for example [59]). At this point, it is necessary to ask whether 

current practices for measuring SE productivity follow this process, and if the factors, 

inputs and outputs are clearly identified at each of the levels of measurement; and if 

widely accepted factors such as reuse or quality are included (directly or indirectly) in the 

measures of productivity used. 

3.   Systematic Review Protocol 

One way to construct an overview of state of the art is by using the type of study 

called Systematic Literature Review (SLR). A SLR is a means of identification, 

evaluation and interpretation of all available research relevant to a specific research 

question or a subject area or phenomenon of interest. Although currently there are several 

references that explain the process of designing and implementing a SLR, for the purpose 

of this study the authors chose the reference manual adapted from Kitchenham [60]. After 

reviewing the literature on SLR for similar research objectives, it can be stated that there 

is no previously published search strategy for a systematic review around the 

measurement of productivity in SE at the job level. Specifically, three existing systematic 

reviews on productivity in SE have been found, but their purpose is not the same: two of 

them review the factors affecting productivity [49, 61] and the other one is related to the 

methods used to measure and to predict productivity at the project level [45]. On the 

other hand, no SLR has found the measurement of productivity at the specific job 

description level within jobs that require advanced technical knowledge and skills. 

Although there is a lack of previous SLR with similar objectives, there are other 

investigative projects lacking methodology, such as a taxonomy of productivity 

measurement [3]. Thus, the search strategy presented below has been designed and 

adapted from the previously found SLR . 

3.1.   Research questions 

This SLR aims to summarize and clarify the inputs and outputs measured and used in 

productivity measurement at the job level in SE. Toward this aim, two research questions 

(RQs) were raised as follows: 

(1) RQ1. What are the inputs and outputs of the software engineering process? 

(2) RQ2. Are there different inputs and outputs for different SE job roles? 

In addition to these RQs, if the answer to RQ2 is affirmative, then the following 

RQs should be answered: 

(3) RQ2.1. What are the inputs and outputs for the software engineer? 

(4) RQ2.2. What are the inputs and outputs for the programmer? 

(5) RQ2.3. What are the inputs and outputs for the analyst? 

(6) RQ2.4. What are the inputs and outputs for the project manager? 

These questions are added to determine the inputs and outputs used for each of these 

software engineering jobs. If there is an affirmative answer to RQ2 and some of these 
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questions are answered, it will be possible to compare the inputs and outputs used for 

each of these jobs and propose a specific and different measure of productivity for each 

one of them. On the other hand, if the answer to RQ2 is negative then it would not be 

possible to answer questions RQ2.1 to RQ2.4. 

There are no questions related to factors, in spite of having mentioned them in 

Section 2. This decision has been made considering that (1) there is some research related 

to factors (see for example [11, 49, 61]), and (2) factors are not generally included in 

productivity measures, they are taken into account when measuring some of the parts, for 

example when measuring FP. 

3.2.   Search strategy 

The search strategy comprises search terms, literature resources and search process, 

which are detailed one by one as follows: 

3.2.1.   Search terms 

The search string has to be defined based on the population under study, and the 

keywords and their synonyms. Therefore, the study population includes the inputs (e.g. 

man-hours, knowledge...) and the outputs (e.g. SLOC, FP, requirements, design artifacts, 

documentation...) of the jobs related to the development software process of the SE (e.g. 

software engineer, programmer, project manager, analyst, designer...). With this 

population the list of keywords and their synonyms, used to generate the search string 

was: 

 Productivity: performance. 

 Input: resource. 

 Output: product, service. 

 Personnel: staff. 

 Software engineering: software development, software maintenance. 

It should be noted that the selected synonymous of SE are the two main areas that 

account for much of the activity and in which the jobs under study have direct influence. 

To generate the search string a Boolean language with AND and OR, and quotation 

marks for exact text were used. The string format is recognized by all sources of 

information used, as well as many others. So finally the search string used is as follows: 

("software engineering" OR "software development" OR "software maintenance") AND 

(productivity OR performance) AND (input OR resource OR output OR product OR 

service) AND (personnel OR staff)  

3.2.2.   Literature resources 

Given the diversity of sources to be consulted electronically via the web, six 

electronic databases of established literature resources were used for the present SLR 

(IEEEXplore, ScienceDirect, SEI Web of Science (WoS), Wiley Online, ACM Digital 

Library, Taylor & Francis). 
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3.2.3.   Search process 

The procedure for selecting studies was as follows: first, the search string was 

executed in the search engine of each selected source of information; secondly, to select 

an initial set of studies, abstracts of all retrieved studies were read and evaluated 

according to inclusion and exclusion criteria, and thirdly, to refine the initial set of 

studies, each full article was retrieved and read to verify their inclusion or exclusion. The 

reason for exclusion or inclusion in this third stage was documented; fourth, once these 

primary studies were selected, their references were analyzed to identify any studies that 

had not been found in the initial search and which should have been analyzed. This 

procedure (see Figure 1) was based on that used in a recent SLR [62]. 

 

Fig. 1. Filtering process based on [62] 

3.3.   Study selection 

Once initial search results were retrieved, an exclusion/inclusion review procedure 

was applied with the following inclusion and exclusion criteria: 

 Inclusion criteria 

o Papers that have empirical content. 

o Papers on measuring productivity in SE. 

 Exclusion criteria 

o Papers that do not have empirical content. 

o Papers that include only factors and are not about input or outputs. 
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o Papers that return the same sample data. 

o Papers that are not related to SE. 

o Papers that measure higher levels of productivity (e.g. team 

productivity, Project productivity, department productivity…) and do 

not take into account the individual level. 

3.4.   Data extraction 

The entire search process was documented and items were stored in a reference 

manager. In this tool, groups of elements based on the result obtained in each filter were 

created. And for items that passed the first filter, the full text was recovered, which was 

also stored in the reference manager. For the final elements, a form with the necessary 

data for further analysis was completed for each one. With the information collected in 

that form, it was possible to obtain qualitative and quantitative information to answer the 

planned research questions. In particular, the following information was collected: 

 Types of inputs 

 Types of outputs 

 Types of inputs by each job 

 Type of outputs by each job 

 Measure of productivity used 

 Measure of productivity used by each job 

4.   Systematic Review Execution 

Included and excluded studies are presented in stages following the search process 

described above. Given the length of some of the list of references, they have been hosted 

online and can be downloaded at any time. 

4.1.   Primary studies obtained in the first phase 

The first phase of the SLR search process was executed on 16 May 2011. The result 

was as shown in Table 1. 

Table 1. First phase results without filtering 

IEEExplore 110 

ACM Digital Library 5 

ScienceDirect 11 

SrpingerLink 0 

Willey Online 38 

ISI WoK 13 

Taylor & Francis 0 

Total 187 

Total (without duplication) 177a 

 

 
a http://dl.dropbox.com/u/20836838/Lista_Inicial.pdf 
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Of the 187 results obtained, ten were duplicated; in particular, these duplicates were 

obtained from ISI WoK. Of these remaining 177 results, 22 were discarded for being 

incomplete or not related to SE. Of the 155 remaining, 98 were excluded after reading the 

title and abstract, so 120 results were excluded in the first filter, which left 51 results to 

be filtered by full-text reading using the inclusion and exclusion criteria. Of the 51 useful 

results for the next filter, 27 were journal papers and 24 were conferences papers. After 

the first filtering process, if each result did not meet the exclusion criteria after reading 

the full text they were included. The results are shown in Table 2. The result of the first 

phase was that three primary studies were obtained. These results consist of a journal 

article and two conference papers. 

Table 2. First phase results 

Excluded 48 

Included 3 

Total 51b 

4.2.   Primary studies obtained from the second phase 

The reference lists from the primary studies obtained from the first phase were 

retrieved and the same filters previously used were applied to them. A total of nine 

references were obtained by reading the title and abstract. From these references, three 

were finally selected using the criteria of inclusion and exclusion. Thus, these results 

raised a total of six primary studies as shown in Table 3. 

Table 3. Second phase results 

First phase results 3 

Second phase results 3 

Total 6c 

5.   Results and Findings 

5.1.   Results 

Table 4 shows the results of the completed SLR. Six primary studies were obtained 

(N = 6); four are conference papers and two are journal papers. Table 5 shows the details 

of each result. In some of the results there were some measures of inputs and outputs not 

used in the measurement of productivity, but that have been included in Table 5 because 

they measure parts of productivity individually. 

Table 4. Quantitative results; number in brackets represents the number of occurrences 

 
b http://dl.dropbox.com/u/20836838/Lista_Incluidos-Excluidos.pdf 
c http://dl.dropbox.com/u/20836838/Lista_Incluidos-Excluidos_Fase2.pdf 
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Input Time (5) Assigned tasks (1)  

Output LOC (4) Completed tasks (2) Rate (difficulty and effort) (1) 

Measure of productivity LOC/Time (3) Tasks/Time (3)  

Data simple type University (3) Organizational (2) Simulationd (1) 

Table 5. Studies details 

Phase Study Measure Input Output 

1 [63] Milestones/m Minutes (m) Milestones 

1 [64] NCSS/h Hours (h) Noncommentary Source Statement (NCSS) 

1 [65] (Completed program)/h Hours (h) Completed program 

2 [66] (Completed tasks)/h Hours (h) 

Assigned tasks 

Completed tasks 

Rate (difficulty and effort) 

2 [67] SLOC/h Hours (h) SLOC 

2 [68] SLOC/h Hours (h) SLOC 

 

Thus, it is now possible to answer the research questions posed: 

RQ1. What are the inputs and outputs of the software engineering process? 

Inputs are: a) units of time (mainly working hours and days); b) tasks assigned to 

workers; while outputs are lines of code and completed tasks. 

RQ2. Are there different inputs and outputs for various jobs in SE? 

This question could not be answered with certainty because in all of the primary 

results obtained, productivity is measured without a clear job definition. Since this 

question cannot be answered with certainty, the authors are unable to answer questions 

RQ2.1 to RQ2.4. 

5.2.   Findings 

With regard to inputs, there is a clear tendency to use time measures (hours, days, 

weeks...) but also one of the results ([66]) uses the assigned tasks as a measure for input. 

In this study, the authors recommended the use of the same tasks for all participants in 

the study, i.e., all participants performed the same tasks. This approach is virtually 

impossible to implement in a real SE working environment, because each task is unique 

and is performed, except in the case of re-work, just once. But it is also worth noting that 

this input is more complex and, as a result of this, could be a better input for the 

measurement of productivity at the specific job description level. In any case, standard 

time measures (hours, days, weeks…) are more important according to the importance of 

their references in the literature. 

 
d Two scenarios were simulated to compare between pair programming and classical development and some 

parameters were fixed for both options. 
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With reference to outputs, this aspect presents two results of equal importance: 

SLOC and completed tasks. In one of the results ([66]), tasks are additionally assessed by 

the difficulty and effort needed to complete each task. This finding raises an alternative to 

productivity measures based on the size of the output (source code or functionality). 

Specifically, this alternative allows the use of each task assigned and completed as an 

output of the production process of each worker. On the other hand, the use of a measure 

of size, such as the SLOC, is not surprising since it is widely used when measuring the 

productivity at different levels and is even used for measures related to estimation. This 

measure is easy to take, but there is no common measurement for it. However, according 

to DeMarco [69], the problem of using SLOC is not the lack of a common measurement, 

but its late measurement. In addition, various SE tasks (e.g. requirements specification or 

design) are hardly convertible into SLOC, or other size measures. 

Considering the presented results for the inputs and outputs, the results for the 

formula used to measure productivity can only be combinations of them. Thus, results are 

divided into two groups: LOC/Time and Task/Time. It should be noted that although a 

primary study defined the task assignments as an input, it is only used to measure 

productivity as a unit of time. So, from the results it could be said that all the inputs used 

in the measures of productivity are any type of measurement of time. Importantly, all 

found productivity measures are based on the visibility of worker efficiency during the 

contracted period which limits the visibility of the measurement of productivity to just 

efficiency [70]. Furthermore, these measures cannot be customized in order to consider 

each organizational and cultural need and each work environment, when and where they 

arise. Moreover, these measures are partial productivity measures as they don’t have to 

take into account all the inputs or outputs [71]. Thus, none of the primary studies deals 

with the need to have a total measure of productivity per job that can be adapted to each 

culture, organization and job. Finally, with respect to the types of data sources used in 

each of the primary studies, the results are in line with the trend in research of using 

university participants to perform the studies, followed by the use of real workers [72]. 

It should be noted that there is no clear differentiation of jobs in any of the studies 

obtained. So, considering the outputs used in these studies, only the productivity of jobs 

focused on programming (SLOC) could be measured with this kind of measure. On the 

other hand, measures based on completed tasks are more general and can be applied to 

countless jobs where there is a clearly identifiable task-work structure. 

In the second phase, three results were discarded during the reading of the full text. 

These results were reference books widely used in the SE area ([53, 69, 73]). Although 

these results were discarded, all include references to productivity measurement and to 

the factors that affect it. For instance, Sommerville [53] gives the following definition of 

productivity: “Software productivity is an estimate of the average amount of development 

work that software engineers complete in a week or a month. It is expressed as lines of 

code/month, function points/month, etc.” This definition is in line with the presented 

results of the SLR because it uses a measure of product for measuring the outputs, a 

measure of time for the inputs and a ratio formula for measuring productivity. In addition, 



Software Engineering Job Productivity – A Systematic Review   13 

 

Sommerville [53] discusses the difficulty of measuring productivity considering that the 

inputs and outputs are not entirely tangible, to which he adds the influence of the quality 

of the production process with the inherent difficulty of measuring impact on 

productivity. 

On the other hand, DeMarco [69] indicated that differences between workers’ 

productivity can be enormous, as was previously suggested by other investigators [74-

76], a difference that can be increased if the team size increases. In addition, DeMarco 

[69] suggested that time and people, as inputs into the production process, are not 

interchangeable in productivity models although there is some degree of exchange 

between these two inputs. In addition, he added a rule to improve productivity in software 

development based on the results of previous studies: “Taking a poor performer off your 

team can often be more productive than adding a good one.” Once again, personnel 

issues and differences in productivity are key issues to understand productivity 

phenomenon in the software arena. 

6.   Discussion 

Results suggest that there is some unanimity on the inputs used in measuring 

productivity at the specific job description level. This unanimity is a reflection of the 

inputs used to higher levels of measurement, for example at the organizational level, in 

which the input used is (almost) always a unit of time or effort (see for example [9, 28]). 

The only use of time at lower levels where the level of detail may be higher, would fit 

perfectly into measures of productivity for manufacturing work, where each task and 

operation have a defined time and therefore it is planned and measured based on these 

times (productivity of blue-collar workers). Nevertheless, SE workers (white-collar 

workers) use other kinds of resources that are not only the hours of work indicated in the 

work contract [3]. An example of other "non-time" input used by them is knowledge and 

other intangible resources such as skills, competences… hence Drucker [77] named them: 

knowledge workers. Nevertheless, time is a resource that is used only once and if it is not 

used is equally consumed, hence the great importance of time for these workers. In 

addition, when working with time units it may be necessary to distinguish between 

nominal and hours actually worked on producing the outputs. Given the intellectual load 

of SE jobs, many workers work hours outside their schedule in order to complete 

assignments: for example an idea that solves a problem can appear at any time [70]. 

Thus, the inputs used in the obtained primary studies do not take into account these 

characteristics of workers in SE, and time is considered as the main factor. However, and 

in the face of this fact, research literature is developing strategies to include a broad set of 

methods in software development personnel issues (e.g. [2, 78]). As a result of this, 

future efforts will be devoted to integrate these new and interdisciplinary aspects into SE 

metrics.  

On the other hand, outputs can be divided into two groups. The first group is 

focused on source code delivery. This trend can be useful in certain environments such as 

in software factories where the core business is coding the designs and requirements 
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demanded. However, this measure is not applicable to all SE tasks (it cannot be applied 

to software project managers for instance). In the other group, the use of completed tasks 

opens a parallel track for productivity measurement because it can be universally used – 

any job includes tasks to be performed, usually in their job description. Nevertheless, the 

use of this output leads to the difficulty of assessing tasks. This requires a very different 

approach depending on the tasks assessed. So, these outputs do not provide a universal 

solution and exploration of new alternatives should be considered. In any case, this factor 

is present in classic literature (e.g. [79]) and in more recent efforts (e.g. [80]) and 

deserves to be considered as a valid output. 

Generally speaking, results show that there are few studies that address SE 

productivity measurement. Furthermore, these studies normally use SLOC/Time as the 

standard measure. These measures, included at higher levels, fail to measure productivity 

in a precise manner and leave unmeasured much of the work done at lower levels where 

the granularity is greater. Therefore, these measures lose precision and perhaps their 

usefulness [81] in such environments. Additionally, the use of time units as the only 

measure of input presents two readings: time (1) is the only resource that is actually spent 

when performing knowledge intense tasks and (2) it is the only tangible input, precise 

and universally available to be used as a measure of input for productivity measurement, 

while the other inputs are intangible and vague or non universally defined. 

Finally, a standardized production time for each task and operation would be needed 

if it is assumed that the time consumed is the only input required. This goal is very 

difficult to obtain for almost all tasks of SE. This difficulty is not applicable when 

measuring the productivity of a worker in the manufacturing industry because each 

operation has a certain time to take place [82]. Moreover, the availability of this measure 

does not mean it has to be exclusive, i.e. it can be combined with other units of 

measurement to generate alternative measures of productivity. Thus, from the viewpoint 

of the authors of this paper, further research about productivity measurement at the job 

level in SE is needed. These future studies may also shed light into other knowledge-

intense jobs, which currently represent the largest group of workers in developed 

countries [82]. 

7.   Conclusions 

As a first conclusion, a SLR protocol for finding information on measuring 

productivity at the job level in the SE area has been adapted from SLR standards. This 

adaptation can be used in any future SLR with similar research objectives. It can also be 

improved and modified to suit specific needs within this research area. Regarding 

implementation, the primary studies obtained are scarce, but their analysis provides 

information useful to obtain an overview of state of the art. However, it would be 

interesting to conduct a wider SLR to expand the target population, for example a SLR 

for for measures of productivity of knowledge workers or for the service sector at the 

specific job description level. 
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Secondly, the results indicate that the research in this area is based on the same 

measures of inputs and outputs, and therefore on the same measures of productivity that 

are used at higher measurement levels (project, department, organization...). From the 

inputs standpoint, time is the main factor. From outputs, SLOC and tasks are the major 

choice. Thus, productivity measures at the specific job description level in SE have two 

variants: one focused on measuring the productivity of a unit of product (SLOC/Time) 

and the other focused on planning project units (Tasks Completed/Time). The first 

variant, the primary goal of which is to measure the efficiency of a product’s delivery, is 

frequently used at higher levels in SE. As an alternative to SLOC at these levels, other 

measures such as FP, which measure the software functionality that the product offers, 

are commonly used. The second variant, planning project units, is less frequently used at 

higher levels of productivity measurement. 

Thirdly, the lack of factors related to quality in the measurement of productivity is 

alarming. With respect to this element, Drucker [82] indicated that quality is a factor that 

determines the productivity of a knowledge worker, therefore the productivity of these 

workers is a matter of quality and not just of quantity. In addition, this element is 

important in any job, but it is vitally important in knowledge jobs. It is also necessary to 

include in productivity measurement other dimensions such as customer satisfaction, 

responsibility of workers and importance of each task, the perceived productivity of 

workers and absenteeism [3]. In addition to these aspects, other specific SE elements 

could be considered; for example the reuse of source code and other products, the effect 

of the work environment, skills and job experience, organizational culture or 

characteristics of the project. 

 In conclusion, given the exploratory nature of this paper, there are numerous lines of 

research that could be carried out based on the results obtained. One of them is 

understanding software engineers’ perception of productivity. With this perspective it 

would be possible to construct productivity measures taking into account firsthand 

experience and not drawing directly from academic research. Another line of research is 

the development of new measures of productivity using new criteria of inputs and 

outputs, as well as various combinations thereof. These measures could increase the 

accuracy in measuring productivity at the job level and shed light on new alternatives in 

other productive activities. Finally, it is necessary to increase the number of factors used 

in the measurement of productivity because any change in them can affect, positively or 

negatively, the productivity of software engineers. 
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